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Abstract

Complicated and sophisticated requirements to today's huge and complex software systems cause the following serious problems.

1. Difficulties in developing software systems reflecting many requirements which are mutually interrelated. (There could be various gaps between the requirements and the implementations.)

2. Difficulties in maintaining large-scale systems caused by additional and ad-hoc changes.

Those difficulties lower the productivity of software development, especially in industrial applications or enterprise back-office applications which are usually based on large-scale and vague requirements.

Two emerging technologies in software engineering for this decade have been tried to cope with such problems as the difficulties in implementation and maintenance of software systems. They are enterprise modeling and Component Based Software Development (CBSD). Enterprise modeling mainly deals with requirements, and helps us to build accurate enterprise models which would be a part of the requirements definition for software systems. On the other hand, CBSD mainly focuses on software systems, and provides us with convenient ways to develop software systems using reusable components, with the assistance of standardized component specifications, inter-component communications, and system assembly methods.

Those technologies provide us with various practical methods to construct software systems based on requirements models by reusing components, and contribute to productivity improvement of software system development. However, due to insufficient formalism in those technologies, we often have to make considerable efforts for applying them to real applications.

This thesis proposes a formal approach to construct software systems in CBSD environments, which covers from requirements modeling to software system evaluation. The following four kinds of formal methods are used in this thesis, that is:

1. Rough Set Theory (RST)
   RST is a theory for dealing with knowledge and concepts based on equivalence relations in standard set theory.
2. Colored Petri Nets (CPN)
CPN are one of the enhancements of ordinary Petri nets. In addition to the modeling capability of ordinary Petri nets, CPN provide us with a way to express functionality or semantics of the models.

3. \(\Sigma\) algebra
\(\Sigma\) algebra is an interpretation for the signature \(\Sigma = (S, \Omega)\), where \(S\) is a set of sorts, and \(\Omega\) is an \(S \times S^*\) sorted set of operation names. It specifies computational properties of systems, with the capability of evaluating equivalency between two different \(\Sigma\) algebras.

4. A Calculus of Communicating Systems (CCS)
CCS is one of process algebras which express the behavioral aspects of transition systems in algebraic forms. CCS has excellent capability of evaluating behavioral equivalency between two systems.

The proposed approach in this thesis is organized by three methodologies.

The first is a domain modeling methodology for accurate requirements analysis and definition, from vague domain knowledge. RST is used to coordinate pieces of such vague knowledge that is provided by various domain-experts, and CPN are used for making requirements expression accurate, from functional and behavioral viewpoints.

The second is a methodology for component mining and software composition, which is used to compose adaptable software systems to the requirements. The component mining is based on algebraic equivalency between requirements and components. \(\Sigma\) algebra is used for evaluating the algebraic equivalency. On the other hand, the software composition is based on decision tables extracted from the CPN models constructed by the first methodology. RST is used in both the mining and the composition, mainly for optimization.

The third is a verification methodology, which evaluates adaptability of the composed software systems to the requirements obtained by the first and second methodologies. Two classes of adaptability are defined in the methodology, that is, functional adaptability and behavioral adaptability. \(\Sigma\) algebra is used for the functional adaptability verification in the similar way to the first methodology. On the other hand, CCS is used for behavioral adaptability evaluation, which expresses the dynamic aspects of the requirements and the software systems.

This approach is formal enough to compose the adaptable software systems uniquely by available pieces of knowledge in a problem domain and given components. Therefore it will contribute to software reuse, which is one of the major purposes of CBSD. In addition, we can apply each methodology of this approach independently to a particular stage in software development projects.
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